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**Interceptor**

**Definição –** O que é?

O padrão de design do interceptor é usado para interceptar uma solicitação. O uso principal desse padrão é na implementação da política de segurança.

Podemos usar esse padrão para interceptar as solicitações de um cliente para um recurso. Na interceptação podemos verificar a autenticação e autorização do cliente para o recurso que está sendo acessado.

É utilizado para aumentar o ciclo do método, aumentando as etapas e inserindo mais verificações de segurança durante o ciclo. Os principais aspectos do padrão são que a mudança é transparente e usada automaticamente. Em essência, o resto do sistema não precisa saber que algo foi adicionado ou alterado e pode continuar funcionando como antes.

**Histórico –** Breve contexto histórico.

Surgiu da necessidade de se aplicar um desenvolvimento de sistemas que pode ser estendido de maneira transparente, focando na implementação de medidas de segurança através das interceptações do ciclo.

**Formas de utilização/Exemplos –** Como se utiliza? Exemplos.

O uso principal desse padrão é na implementação da política de segurança. Podemos usar esse padrão para interceptar as solicitações de um cliente para um recurso. Na interceptação podemos verificar a autenticação e autorização do cliente para o recurso que está sendo acessado.

Um interceptor é usado quando sistemas de software ou frameworks desejam oferecer uma maneira de alterar seu ciclo de processamento usual. Por exemplo, uma sequência de processamento típica para um servidor web é receber um URI do navegador, mapeá-lo para um arquivo no disco, abrir o arquivo e enviar seu conteúdo para o navegador. Qualquer um destes passos pode ser substituído ou alterado, substituindo a maneira como os URIs são mapeados para nomes de arquivos ou inserindo uma nova etapa que processa o conteúdo dos arquivos.

**Visitor**

**Definição –** O que é?

O Visitor pode ser compreendido como um padrão de projeto comportamental, isto é, são destinados ao gerenciamento de algoritmos e a sua consequente distribuição entre classes e objetos. Como descrito na própria nomenclatura, haverá dentro do sistema uma espécie de visitante, que possibilita que novas ações sejam executadas sobre um respectivo objeto sem modificar sua classe, mantendo separados.

Para implementá-lo, é necessário passar o objeto que irá executar as operações como um argumento do método do Visitor, que conseguirá obter todas as informações relevantes relacionadas ao objeto.

A estrutura deverá ser composta da seguinte maneira:

**Interface visitante:** Essa parte do sistema se responsabilizará por declarar um grupo de métodos ou operações visitantes que irão receber como argumento os objetos das classes concretas que constituem um respectivo sistema. Além de ser necessário que os parâmetros sejam diferentes, é igualmente relevante determinar cada um dos métodos supracitados a uma classe correspondente.

**Interface do elemento:** Em seguida, é necessário que a interface do elemento declare um método Accept() com o parâmetro com o tipo do visitante, que irá recebê-lo como um argumento e aceitá-lo.

**Visitante concreto:** Nesta etapa, serão implementados todos os métodos definidos em sua interface, estabelecendo fragmentos do algoritmo para a classe correspondente. Este poderá implementar repetidamente o mesmo método, sendo cada um deles adaptado para receber elementos concretos diversos.

**Elemento concreto:** É imprescindível que cada elemento concreto implemente o método de aceitação já declarado anteriormente em sua interface. O intuito de sua utilização é o redirecionamento da chamada para o método visitante mais adequado. Além do mais, vale ressaltar que, independentemente do fato de já haver sido declarada no elemento base, persiste a necessidade de sobrescrevê-lo nas classes herdeiras, que também deverão chamar o método apropriado do objeto visitante.

Cliente: Por sua vez, o cliente ficará responsável por instanciar novos objetos visitantes e informá-los aos elementos concretos por via dos métodos de aceitação.

**Benefícios**

**Código limpo:** A utilização deste padrão de projeto permite que as regras de negócio que regem determinada aplicação sejam desobstruídas, evitando que estruturas complexas excedentes impeçam o cumprimento de seu objetivo principal.

**Single Responsibility Principle (SRC):** Caracterizando-se como o primeiro princípio do padrão S.O.L.I.D. ele define que uma classe deve ser alterada por um único motivo, caso contrário, já não estaria sendo coerente com as definições da Programação Orientada a Objetos (POO, portanto, uma objeto deve fazer apenas aquilo que se propôs a fazer, portanto, o Visitor permite que as responsabilidades sejam melhor distribuídas, separando os algoritmos complexos em objetos auxiliares.

**Open/Closed Principle (OCR):** Esse princípio é correspondido a partir do momento em que o software desenvolvido se tor extensível, isto é, possibilita que novos métodos sejam adicionados sem que os anteriores ou o próprio código originais das classes sejam alterados, conceito compatível com a proposta do Visitor.

**Malefícios**

**Atualizações:** Sempre que houver alterações nas classes pertencentes a hierarquia de elementos, faz-se necessário a atualização de todos os visitantes.

**Encapsulamento:** Os Visitantes podem acabar sendo barrados por métodos privados, ou seja, protegidos de intervenções externas.

**Para que serve –** Utilização, onde se utiliza?

O padrão Visitor permite que você execute uma operação sobre um conjunto de objetos com diferentes classes ao ter o objeto visitante implementando diversas variantes da mesma operação, que correspondem a todas as classes alvo. O Visitor permite que se crie uma nova operação sem que se mude a classe dos elementos sobre os quais ela opera.

**Formas de utilização/Exemplos –** Como se utiliza? Exemplos.

O padrão utiliza dois métodos, um método Visit() que define a função que será implementada; e um método Accept() que será utilizado para definir as funcionalidades do Visit() para outras classes.

Exemplo:

![](data:image/png;base64,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)

**Breve resumo sobre padrões similares, caso exista –** Quais são os padrões similares? O que existe no mercado atual?

O Visitor pode ser tratado como uma poderosa versão do padrão Command. Seus objetos permitem executar operações sobre vários objetos de diferentes classes.

**Template Method**

**Definição –** O que é?

O Padrão de Projeto Template Method define os passos de um algoritmo e permite que a implementação de um ou mais desses passos seja fornecida por subclasses. Assim, o Template Method protege o algoritmo e fornece métodos abstratos para que as subclasses possam implementá-los.

Sua definição oficial é: “O Padrão Template Method define o esqueleto de um algoritmo dentro de um método, transferindo alguns de seus passos para as subclasses. O Template Method permite que as subclasses redefinam certos passos de um algoritmo sem alterar a estrutura do próprio algoritmo”.

Portanto, ele basicamente oferece um método que define um algoritmo (uma sequência de passos) que pode, por sua vez, ser definido como abstrato para posteriormente ser implementado por uma subclasse. Pode-se notar que a estrutura do algoritmo fica inalterada mesmo com as subclasses fazendo parte da implementação.

**Histórico –** Breve contexto histórico.

A ideia inicial de [padrão de projeto](http://www.devmedia.com.br/curso/padroes-de-projeto-em-java/25) surgiu em 1977 com Christopher Alexander na área de Arquitetura (prédios e cidades). Seus livros e suas ideias foram usados de inspiração para os desenvolvedores de software. Além da arquitetura e do desenvolvimento de software, outras áreas como a Química e as áreas da Engenharia também possuem catálogos de soluções para problemas recorrentes.

Na área do desenvolvimento de software existe um catálogo de soluções desde 1995 com o livro "Design Patterns - Elements of Reusable Object-Oriented Software". Seus idealizadores foram Gamma, Helm, Johnson e Vlissides. Nesse livro são descritos diversos Padrões de Projetos. Com o catálogo de Padrões de Projetos passamos a ter um vocabulário em comum, soluções descritas e com nomes descritivos, entre diversas outras vantagens.

**Para que serve –** Utilização, onde se utiliza?

* Utilizamos o padrão Template Method quando queremos deixar os clientes estender apenas etapas particulares de um algoritmo, mas não todo o algoritmo e sua estrutura.
* Utilizamos o padrão quando temos várias classes que contém algoritmos quase idênticos com algumas diferenças menores. Como resultado, você pode querer modificar todas as classes quando o algoritmo muda.
* Também pode ser usado para implementar as partes invariantes de um algoritmo uma só vez e deixar para as subclasses a implementação do comportamento que pode variar. Ou quando o comportamento comum entre subclasses deve ser fatorado e concentrado numa classe comum para evitar duplicação de código.

**Formas de utilização/Exemplos –** Como se utiliza? Exemplos.

Template Methods são frequentemente usados ​​em estruturas ou bibliotecas de uso geral que serão usadas por outro desenvolvedor. Um exemplo é um objeto que dispara uma sequência de eventos em resposta a uma ação, por exemplo, uma solicitação de processo. O objeto gera um evento 'pré-processo', um evento 'processo' e um evento 'pós-processo'. O desenvolvedor tem a opção de ajustar a resposta imediatamente antes do processamento, durante o processamento e imediatamente após o processamento.

O Template Method é usado em frameworks, onde cada um implementa as partes invariáveis ​​da arquitetura de um domínio, deixando “espaços reservados” para opções de customização.

**Breve resumo sobre padrões similares, caso exista –** Quais são os padrões similares? O que existe no mercado atual?

Alguns padrões similares ao Template Method são o Factory Method, que é sua especialização, e o Strategy, que, diferente do Template Method, que é baseado em herança, o Strategy é baseado em composição. Enquanto o primeiro permite que você altere partes de um algoritmo ao estender essas partes em subclasses, o segundo permite que você altere partes do comportamento de um objeto ao suprir ele como diferentes estratégias que correspondem a aquele comportamento. O Template Method funciona a nível de classe, o Strategy trabalha a nível de objeto, permitindo que você troque os comportamentos durante a execução.